**MyBetis3.2框架技术**

# 1.MyBetis介绍及基本环境搭建

## 1.1 MyBatis介绍

基于SQL语句的ORM框架， Apache--iBatis。代码库迁致Google Code--MyBatis.

Eclipse中xml自动提示:

|  |
| --- |
| 按ctrl键点击http://mybatis.org/dtd/mybatis-3-mapper.dtd，就会让你下载这个dtd到本机上  下载完成后，打开window–>Preferences–>XML–>XML catalog。  然后点击add，Location地方找到你下载好的dtd文件，key type用public-Key，key复制xml头上的-//mybatis.org//DTD Config 3.0//EN这一部分，然后确定保存 |

## 1.2 与Hibernate比较

a. 学习成本：简单易学，较接近JDBC

b. 程序灵活性：直接使用SQL，灵活性高

c. 程序执行效率高

d. 可移植性：hibernate较好（与数据库关联在配置中完成，HQL语句与数据库无关）

## 1.3 适用场合

以下场合不建议：

1. 需要支持多种数据库或数据库有移植要求
2. 完全动态SQL，例如：字段都要动态生成
3. 使用的不是关系型数据库

## 1.4 开发步骤（推荐）

|  |
| --- |
| **新建JAVA项目或WEB项目**  **部署jar包（包括数据库驱动包）：下载地址http://code.google.com/p/mybatis**  **编写主配置文件**  **创建数据库及表（如已创建，可省略）**  **创建实体类及SQL映射文件**  **编写数据库接口及实现**  **编写测试类及测试** |

## 1.5 开发示例

**1.5.1 新建项目**

新建java项目或web 项目。

**1.5.2 导入JAR包**

导入mybatis和数据库驱动包、日志包（配置日志配置文件）。

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOYAAACkCAIAAAAMmMWLAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAFZNJREFUeF7tnW1sHEcZx9dxXpBSqYSCykslgmq7IrUEVAiQUwQUPmCnCH+oDKqQrFbirKqVbEiDELIKQkaoGKRzGlX4EC9uSqmsBhm1OUfQlhJkt00a6AcrUeNLafqStiIKdZraPtvJ8czs2+zuzOzs7eze7t2zug/nnbdn/vN4dnZvfvu01Wo1Aw9UID8KbMqPqWgpKkAUaHNm2ZfOvv3S6/+9sPReqDAfuHr7Ddd96IaPXxuaEzOgAtoVcF125h8vdn306p0fu3bTJv/Ue/ny5fb2drPtK1euvPLG26fPLfV/6dParcEKUYFQBVzvfPP8Ox++5upt27ZtZY4tW7aAv2688SK4rHkaMkA2yBxaddYzVCZ2t+2eqGTdTLTPp4Drsmvr67BIgAPmUfMAZ11ZWak+++uNw3vX19fNk2YeyJyilLNDbeYxNMtpVZ4KBUgG9M0UxyvZplyXra6tg486/gpflpeXV+YevHJssv2OI8uVubW1NceVIXOydrm1w2Q400//T8qFUp/faUNTwdFnjALP2I7hudrccEda/cB2NCnAuizxSPBa8wAHXT3xcG2uuHHn0ercA7XH73ZS4Ut1bU2TAaHVgGdN9tJcvf0FY+G090oemgquPtkf2ghmyI8CrsuuVquOv5pf2p68b9veU5v239g2V9x6z3E2FTJz+khWh/5LeOAcXKZ3T8xaOcmkaV/YQ6/dszOlnoE9omlRniqw1p60OZaTU0Oz1LhQy/Iz3k1gKTPLVtdYp9zY2DB27FxaWqqtV9v3noY/36UHLGohW7UanGUrE+PGlLnUdS7hlYnBke6yebJmTZaGMT8yRnOSbHDdppf9xaIxMs5bqhqG7U+QkXMhl6cqDRHPclqw1EeNw+WDkowpZXJd9tTK9rsOvnD7gafMDzjre7c91j51y+rN+y5evAj3YfsPHT145LlLly6B166uBWfZjuHJYcOcPftKlvkdXd0w7v5pqqc4RdeQ5ErfU9xHL/skp3nVd26n7MmNLDrJ0T/Dm/DkqUoy8iynBQtl599MqSLMlIICrsvOP/0v9vPj3//1/kf//oPV7//w+Q/ClyPPn/rewFf+vXjukSdPwIzLWRjQ2W7QnGcXiz2W7b2T5O8pY1D9+moW4UxuvZPlwvz0YcFjKXmqTEq+5SmIj03Uo4Drsrd+7ppvfPdN59N24/Fv3tz9na9/9ttfu6n387u++KnrYa7durm9zTDIwmA1sDBYPDlvz56Vw9PzpjGViQlysYeZELx4/uRidBPBn9wF55i1mHUeqcpTua0FH8dyLY9uKZZIRwF2LVs9eOYt9jNVPvZQ+dif/nai/OzC+7a0/+zhpz+589pv3fIZmACrwduv3n2wGu2kd1+DJ7utWbZjuAuu5uTohDVtPVfZjuGpXWNuFb5lpTxVUUKu5YplMVvqCrg/2D57r30xZ4y4pvAH1qSrrroKfs6F5eze4iN/OXBf6tZqbRCm286To+5NodbKsbLEFHBn2f+9+db7P7KD/cCZA0+cYD/w+y0cmzdvTvG5bFJdJ6uXnl2dSVWP9SalgDvLlvfsCDZy029P+U7CZoNn5o8f+ueLj/7yR0kZlXS98EyCPNMolHGKTVrqBOpndnI9Nf/EM8+99J/XQ1u54RPX3frlL/R/lbOQCC2LGVCBmAq4LhuzIiyOCqSjAFIJ6eiMrWhTAF1Wm5RYUToKoMumozO2ok0BZL+0SYkVpaMAsl/p6IytaFOgIewXPBel+wbcn/vNzanaehW5IuTAIkvWsAK5YL8YdZydidx913FSGzYE2HA0BRrKfkWmr2aHxnYtWrvIu0c6ffNyjNTIlkRTGXNrVCD77Bfb2d5JZycXBwSLk6pRUqwqWQW0sl8uUOBcthnEYIJAX5792f4VrHtdD1/XAupldHdJQLBIqawlyIEl63Jxa9fIfpHNJgtF67pNZ0NyxrDIrylj2qZrBDZboJWA/vYUAq/qKwkplzipcEsYJNho28iBxfU1TeX1sV+EcLWYLss2esYkuwiYMMp9m4DbD9cFYc91T2mGPEAIcGDmY4bO6YFF/i6sOKmWnUGCjSYgB6bJ5eJWo4/9imsJt7yfAwMXJtuyBcxrnFSreeTAEhlHnZXqY7/gfmjewbpnJ2DV6jlTmRgLWxjQeRUOQpLPF/qt6ZnpLakjMNkxHFj9qU4jyIHp9K5E6tLHfhm9k4vFBXgvATlmushalj0zaAyELQwMBhPjXvbBnwhi7h6eu7Q4qY62yIEl4mY6K02R/YLLNjxVzeZrLJAD0+lUydaVKPvFINtwI9Unez1Rsr0Mqx05sDCFMpSeMPtFZq8R850GPcVMzrDIgWXIG5VMQfZLSSbMlB0FkP3KzligJUoKIJWgJBNmyo4C6LLZGQu0REkBdFklmTBTdhRA9is7Y4GWKCmA7JeSTJgpOwroY79Sw6dSa6ixo9Qi3Ywuct7Yr+g9ZEpEixDGbPWWhB1TCSrG1uTbvE6Twje0x+p2kxXWx36lhk/JGpKQupAkjx/mjxBmB2GgrBl5lb5vc5npiIKgYo6b0A28ZL+kdfTPsGgG/FJs9Fh7g32elZqeefPofLFfcdSNFSFsdjz4EnLTpeVBxayIPMzryxlADbZZgscOTI0WzP3seCgpoI/9kuFTnnWZ9+0FoXHCnBhKdkBQpiEvpkV2eMOGBrI9URqpK3KEMNjSs+DgFUqyWpmIS0oKUo/d0wH7iktjgWC6iKMJlNbIfjHXQj8+RSgaO5YM2TVVGIXttGpxwviRw2hb/iRAGOj1G2gz7hZH28H58cOErkg3lhODox9kC699uP9e9tIVpm7isTSYlDjSDukn4miM9vrYL7dSXhgtZ1Sox1LiQC1OGD9yGG1MkkSSI8YPEzmka7CKy3JgNauYtTQuOxvdmcle7rMYlsyjfALsFx+fskbFvVQKsgXihEkih8mDitUZP8znmGQqjLAo8DYqc0VCtc9bIXzIe/BdCslnAeJoXkH0sV9OvQJ8iiAq0+PjdPVG8irGCZNEDosUVIzZbk6u9GYw3PBnn4F1b3gRVmCTy+GtrInHkiWMfcDsS2/CgvUjjiZyWQjlFSvul1OvCJ/q2DNglErd9qpQMU6YJHIYJwna6OHfftUXIaxyekHyCg+FlQJZDiwOTJvx0GisVPNGjnosS2SSt9/wHxwgjubVWR/7hfiUggdHyIJ6CsTSxn4hPhXBHRWyop4ikbSxX/CzI4bRUnBFhSyIo0lFQvZLwYcwS5YUQPYrS6OBtigogFSCgkiYJUsKoMtmaTTQFgUF0GUVRMIsWVIA2a8sjQbaoqAAsl8KImGWLCmgj/0iO6f0ESHRfspPTNGMmJFY//JYcabYLxWOyhRZnFMe+itQVg3wyuPINq3N+tiv2BJ53vMtJJ/kxJU89BenbAjghQBW7GHVXkFm2C9ADKYHiiEv+obuy4kreeivEFqLB3hpFxwrjKuAPvbLY4l7efYiz6IwYJSJGR3uciqRoLKKXZYHBgtWwgW8EMBSVDvFbEmwX54AYLWy0WfdlgnDgM0OkahIDIYaWwBwNUlgME71oYAXAlixB0VTBQmwX74AYE4QL1EYMDq9TQlxQDFNJZCAvjlAGBiMXygc8EIAS5PHxa4mAfaLY1PPrk6RpfSmy2agKALV6UW6hQgXt0Z56C+REeGAFwJYsV1NVwUJsF803Negw+V70GcnMJjzeMBzyw4AFIRUEASiE3fZeXoqDwwmrEAB8EIAS5fHxa5HY9wvxxaYF8sQet6GnYyy9VaBaGHA6umaPPSXcKJXALwQwKpnPBIpo4/9imqePAxYRsinjJgRVdumzq+N/VJQieGyw8KAZYR8yogZCtq2UBZt7JeSZmTSCgsDlhHyKSNmKMnaWpmQ/Wqt8W6C3iL71QSD2FpdQCqhtca7CXqLLtsEg9haXUCXba3xboLeIvvVBIPYWl1A9qu1xrsJequR/apDjXp3xWYBycqCDXVInv8imWK/EpJTGu5LzoqFk2QJ2YzVChXIEPsVNkrMlBwByYJSknBfclZMmhrBhrCeYXoUBTLDfkUxOkpeebgvOSsmT41iBebVp4BG9gsuorsnZmnIQRP4sq+qNFSAd+lH88JZerhXX/c9CAysTU96Y3oxE64/o1iakHBfclYsmIpYmD4vjFaTE19i768eOnv27Dv2cf78+bd/cROceeve7fAdjtdee+3cuXMXLlyAk5DZjUxhfaPhgcgO7VrNjBRkRq+wQ3GRk2YqTaeJJM3OZ5ayyxSsnJ6TZkwvtk6n8oA17gmzEbcZXlaah4224cnETXWbXiwKrJW3KTEZkyQK6GW/eiyGi8Sq6LFCD5HoXAunYUZ1IwrBlOWGtiiUbU7RocS4IcG4/4mc0F+Rw33JWTEFkgyxsGizZMzc6bBfppE0jNLhCqVd2GAsgS5EAK2Cob+ihfuSs2JKJFkEa2MOFhYnCiTAfomFJWGUaOgvNvabEzmIvMvADLyoDlqFhv5itpVzwn3JWTFFkkzdWnQ5HQokwX5JfHZ4tLtUsoPVmfkKxoxJiXVCMO4aXSTwQSteTC9JVDCzdnm4LzkrpkiSIRamwxHV60ib/ZITX+p2Nz4nYmENGoM02S/ypKvuoNsN0kfYLGJhjRqR9NgvE6aCB0k6X2TUENkQC2uI7HajyH41VH5sPLoCyH5F1wxLNFQBpBIaKj82Hl0BdNnommGJhiqALttQ+bHx6Aog+xVdMyzRUAWQ/Wqo/Nh4dAUay36p26s1qJh6s4nmzCU9JsD1FPuimE0qeyuwX4n6XeYqZ/a8e0OruJbyo6Z5Cjr79DPXP2YnV3Vt/fLly1eYY3l5eWXuwSvHJtvvOLJcmVtbWzMTIRtkzl5fUraoXjzYMTMZeoxuLDN30tcCvzSabjkDe5GCR0gINLm6in1RzKY4y1apR4I7mgc46OqJh2tzxY07j1bnHqg9freTCl8gc8oOgs2pK9Dd1SHIHBL5zCmV5RBoDWa/eOQWGzOszRvqgzsQQXCbG3WM4mYTQ+ZGRxs8456EVrgwOHsSKiJvyi31OXVxGzVnYprksm52L2T0mGfR5/4RTrpV4C36xCobwFN3dHbhADGC9pFtoKIjgOu5fRFJSqvSAsw1kv3ikFsu/2UhZNZFzqbF/EwQye9eBy2ujDnj1kd5NBdHYyA1zkmnSpZc8zXEWu81g4XYWLjNZ7ycHnNROScfFzITUlKkmFcaJyuD4QWLy3k6Aa7nFuLqbLeiA5gzHJP7xg6xnzNnzrz88suv//T6V2Z+Al+AVdxX/OP9v/vzq6++WqlU7v75bwJ9ZXXgfndOOv5nYo2Mrj4t3T99RexSQe39Z3i0JMEkHZdlvZN+N41iDnKWM8jM0Aob9Q2/UzVtyJtoU5XOP5ZdaXg209agewo9U+ayfo/12uwz2vnT47IBSR1fCemLCn1aayz7FSS3Qq9j0cKAmWMpjjomaM47+lZAnVDTvH7Oa1RgPJ8es/BO2JhrgUeCbJOWQ9RlZqBTgRBodQiuoFQMYK6h7FeQ3KIxw8bJiwvowgei2MkPT/7ZCXg1gijqmIKMVhZPnbCqpe9RCDbEVhizUQE9RvFOgsoN7KG3U0qQGVwCLcsgamWphxaVPw31pIa87MGsmoPryeUNGqDUF36lDWW/OORW72S5YN89DBoDoZHD2VhiM10kqqgo6lgEn51cLC5YdzBtM/3mlvRgQyyLFq9RET1G8M5SCcJRmw8A1CCzw4N2wLWF4mLUmZfcvImfN9gScnA9dXXNnGp94daabfareUgxnvgtSI/p6DKyX1HnB235W5Ae09LlbLNfzTrLtiA9pq/LyH5pmzWxonQUQPYrHZ2xFW0KIJWgTUqsKB0F0GXT0Rlb0aYAuqw2KbGidBRA9isdnbEVbQog+6VNSqwoHQUSZb9YYMva6elGQ2D7pwMJCvklPQk5tZidhGFNXWdK7Bd53TG8PdZDdvAJpMTUrhN4UkCpEjMZK+YpkFLcL7Jxx7sbz7NNSwcSBG8/nqtxt4HEAp5kKJUWs9EvIyrQoLhfMOtODxRD92lF7Iwge1zgKXxrkx47sRYlBTSyX3QxaR2eJav58/L8SKcNKdNlwuhwl2OhBFblVMoAVSziFJN4he2lHOBJilJpIZmUhgkzuQqw+2XXHLwWvmxsbBg7di4tLdXWq+17T8Of79JjfZ2w49VqgLB1lqsBGJlsJrVifpG9p7NDndMDi2ovRq5MjBtT5q57so/W/U8o9VlhPn3n6x1b0fvFXVKa7KENIodWe2F2Rt23Wm83WqGcvrhfnBBcPAHpZDZlbVoOZvBF7VIIqeVGC3NqC4T+Ch1JsitOHtgJlsqjhXmIAcWtS8HOUBswg5oCGtkvFZCL3nTRJQIc1mrBM3V5SaM6CaHIuFIAeFITz7OwaRs0rwcMdhixFsyupIA+9is0BBexx/NGEmu1ILloigmhyPiRTw058MS8OEAJpYpBMimNEmZiFNDHfoWG4KpDdzEhpAE/cudIGfCkhFLFIJnqUKXFi6TNfvHljoYERcud4ABnxpAE+5i9qtNlvwT914IEpa9tTs1OXyi9LabHfvHtrgcJysDkVo/ZegeudWtD9qt1xz6nPUf2K6cD17pmI5XQumOf056jy+Z04FrXbHTZ1h37nPYc2a+cDlzrmo3sV+uOfU57nnH2S2u4ryyjWlm2LWOu3fTsl4QwCyRxg3pwBgwxskZ6cROxXzwZBYQZlwabHRrbZcXLKnePdHJZYMTIGumsZttNzX4JCTMuDdY76WyDhBfJGwunObu5ESPLksuuVqssSAPf2568b9veU5v239g2V9x6z3E2FTIHbU+E/XKb4QbWgmSGQYBoXO6G8SiEma8zEDFA4f3rwtFDjCxJx844++V0nexDgXf/W8FXykYfRIAjieS8QV6QAMeUMe2GA4lCmHkFhv+8vlKhrAanccYGMbIkHZZdGJxa2X7XwRduP/CU+QFQ8b3bHmufumX15n0XL15cWVnZf+jowSPPXbp0CYjF1bXALJsI+2V3ngRKYYgxh/ei5+04gITOsgqEEGZCTcmFgsCUTvBXxMiS9b86as82+yXrkCSaVyhhxq8X3LPz5GjN8/4OxMjqcKpki2Sb/XL6LgqsxY8TFpEwM1uh1/N6lgOIkSXrov7as81+udaKAmux4bhU4oSJ1QXk0IlXXHfQYmncLMTItPh2HtkvccflEWwyQDPIFtFkUVL3PZ8WZ8hHJXlnv8ANnWf+bgRMrvZZRrWybFvWHDmP7FfgmVTnyDw9B9GS+S9FyDKqlWXbsuat1B5kvzI5LGiUWAFkv9A7cqYAUgk5GzA0F10WfSBnCqDL5mzA0Fx0WfSBnCmALpuzAUNz/w+VGAjbLkQAOAAAAABJRU5ErkJggg==)

**1.5.3 创建myBatis-config.xml**

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" ?>  <!DOCTYPE configuration PUBLIC "-//mybatis.org//DTD Config 3.0//EN" "http://mybatis.org/dtd/mybatis-3-config.dtd">  <!--可设置多个运行环境，满足不同需要，如 开发、测试 -->  <configuration>  <!--environments指定数据源环境，default指的是使用哪个数据源 -->  <environments default="development">    <!--environment定义数据源的信息 -->  <environment id="development">    <!-- type="JDBC"表示事务由jdbc连接管理，  type="MANAGED"表示事务由容器来管理 -->  <transactionManager type="JDBC" />    <!-- type="POOLED"表示使用连接池，  type="UNPOOLED"表示不使用连接池 -->  <dataSource type="POOLED">  <property name="driver" value="com.mysql.jdbc.Driver" />  <property name="url" value="jdbc:mysql://localhost:3306/mybatis?useUnicode=true&amp;characterEncoding=UTF-8" />  <property name="username" value="root" />  <property name="password" value="root" />  </dataSource>    </environment>  </environments>    <!-- 加入映射文件信息 -->  <mappers>  <mapper resource="cn/it/entity/DeptMapper.xml" />  </mappers>  </configuration> |

**1.5.4 创建数据库及表(在navicat中操作)**

drop database if exists mybatis;

create database mybatis CHARACTER SET UTF8;

use mybatis;

create table dept(

dept\_id int primary key auto\_increment,

dept\_name varchar(50),

dept\_address varchar(50)

);

insert into dept(dept\_name, dept\_address) values('研发部一部','广州');

insert into dept(dept\_name, dept\_address) values('研发部二部','广州');

insert into dept(dept\_name, dept\_address) values('研发部三部','深圳');

select \* from dept;

**1.5.5 创建实体类：Dept.java**

|  |
| --- |
| package cn.it.entity;  import java.io.Serializable;  public class Dept implements Serializable {  private static final long serialVersionUID = -2525513725816258556L;  private Integer deptId;//部门编号  private String deptName;//部门名称  private String deptAddress;//部门地址  public Integer getDeptId() {  return deptId;  }  public void setDeptId(Integer deptId) {  this.deptId = deptId;  }  public String getDeptName() {  return deptName;  }  public void setDeptName(String deptName) {  this.deptName = deptName;  }  public String getDeptAddress() {  return deptAddress;  }  public void setDeptAddress(String deptAddress) {  this.deptAddress = deptAddress;  }  @Override  public String toString() {  return "Dept [deptId=" + deptId + ", deptName=" + deptName  + ", deptAddress=" + deptAddress + "]";  }  } |

**1.5.6 创建SQL映射文件及修改主配置文件**

SQL映射文件：DeptMapper.xml（可以参考用户手册）

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" ?>  <!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN" "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <!-- 命名空间可以任选命名，但最好要定义一定规则，便于后继的使用 -->  <mapper namespace="cn.it.entity.DeptMapper">  <!-- type指定的是对应的实体类 -->  <!-- 一般在查询时使用-->  <resultMap type="cn.it.entity.Dept" id="deptResultMap">    <!-- id用来配置表的主键与类的属性的映射关系 ,column指定表的字段名; property指定类的属性名-->  <id column="dept\_id" property="deptId"/>    <!-- result用来配置 普通字段与类的属性的映射关系 ,column指定的是表的字段名; property指定的是类的属性名-->  <result column="dept\_name" property="deptName"/>  <result column="dept\_address" property="deptAddress"/>    </resultMap>    <!-- 添加一第记录 ; 定义插入的sql语句，通过命名空间+id方式被定位 -->  <insert id="insertDept" parameterType="cn.it.entity.Dept">  <!-- #{} 用来获取传过来的参数 -->  insert into dept(dept\_name,dept\_address) values(#{deptName},#{deptAddress})  </insert>  </mapper> |

**1.5.7 编写数据库操作**

包括操作接口及实现，接口略，实现类为：DeptDaoImpl.jav

package cn.it.dao.impl;

import java.io.IOException;

import java.io.Reader;

import org.apache.ibatis.io.Resources;

import org.apache.ibatis.session.SqlSession;

import org.apache.ibatis.session.SqlSessionFactory;

import org.apache.ibatis.session.SqlSessionFactoryBuilder;

import cn.it.entity.Dept;

public class DeptDaoImpl {

/\*

\* 1.读取配置文件信息

\* 2。构建session工厂

\* 3。创建session

\* 4. 开启事务（可选）

\* 5。处理数据

\* 6。提交、回滚事务

\* 7。关闭session

\*

\*/

public int save(Dept dept){

int i =0;

String path="myBatis-config.xml";

SqlSession session = null;

Reader reader = null;

try {

//获取配置文件的信息

reader = Resources.getResourceAsReader(path);

//构建sessionfactory

SqlSessionFactory sessionFactory = new SqlSessionFactoryBuilder().build(reader);

//创建session

session = sessionFactory.openSession();

//启用事务，这里默认已启用

//执行数据处理,第一个参数用“命名空间+sql id"来定位sql,

//第二个参数用来给sql传参数

i = session.insert("cn.it.entity.DeptMapper.insertDept", dept);

//提交事务

session.commit();

} catch (Exception e) {

e.printStackTrace();

session.rollback();

}finally{

if(reader!=null){

try {

reader.close();

} catch (IOException e) {

e.printStackTrace();

}

}

if(session!=null){

session.close();

}

}

return i;

}

}

**1.5.8 编写测试类**

需要导入junit包

|  |
| --- |
| package cn.it.test;  import static org.junit.Assert.\*;  import org.junit.AfterClass;  import org.junit.BeforeClass;  import org.junit.Test;  import cn.it.dao.impl.DeptDaoImpl;  import cn.it.entity.Dept;  public class TestDeptDaoImpl {  private static DeptDaoImpl deptDaoImpl;  @BeforeClass  public static void setUpBeforeClass() throws Exception {  deptDaoImpl = new DeptDaoImpl();  }  @AfterClass  public static void tearDownAfterClass() throws Exception {  deptDaoImpl = null;  }  @Test  public void test() {  Dept dept = new Dept();  dept.setDeptName("综合部");  dept.setDeptAddress("广州天河");  System.out.println("受影响 的行数："+deptDaoImpl.save(dept));  }  } |

# 2.基本的CRUD操作

## 2.1 准备工作（继续使用前面的库表和代码）

## 2.2 别名与自定义别名

**2.2.1 内置别名**

对常用的 java 类型，已经内置了一些别名支持。不区分大小写.

**2.2.2 自定义别名**

在myBatis的主配置文件给cn.itcast.entity.Dept类创建别名Dept,

后继的DeptMapper.xml配置文件中可使用别名

* mybatis-config.xml

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <!DOCTYPE configuration PUBLIC "-//mybatis.org//DTD Config 3.0//EN"  "http://mybatis.org/dtd/mybatis-3-config.dtd">  <configuration>  <!-- 通过别名简化对类的使用 -->  <typeAliases>  <typeAlias type=*"cn.it.entity.Dept"* alias=*"Dept"*/>  </typeAliases>    <!--environments指定数据源环境，default指的是使用哪个数据源 -->  <environments default=*"development"*>  <!--environment定义数据源的信息 -->  <environment id=*"development"*>  <!-- type="JDBC"表示事务由jdbc连接管理，  type="MANAGED"表示事务由容器来管理 -->  <transactionManager type=*"JDBC"*></transactionManager>    <!-- type="POOLED"表示使用连接池， type="UNPOOLED"表示不使用连接池 -->  <dataSource type=*"POOLED"*>  <property name=*"driver"* value=*"com.mysql.jdbc.Driver"* />  <property name=*"url"* value=*"jdbc:mysql://localhost:3306/mybatis?useUnicode=true&amp;*  *characterEncoding=UTF-8"* />  <property name=*"username"* value=*"root"* />  <property name=*"password"* value=*"123"* />  </dataSource>  </environment>  </environments>    <!-- 加入映射文件信息 -->  <mappers>  <mapper resource=*"cn/it/entity/DeptMapper.xml"*/>  </mappers>  </configuration> |

* DeptMapper.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"  "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <mapper namespace="cn.it.entity.DeptMapper">  <!--resultMap用于查询，可把查询后字段值封装到对应类的属性， type指定的是对应的实体类 -->  <resultMap type="Dept" id="deptResultMap">  <!-- id用来配置表的主键与类的属性的映射关系 ,column指定的是表的字段名；  property指定的是类的属性名-->  <id column="dept\_id" property="deptId"/>    <result column="dept\_name" property="deptName"/>  <result column="dept\_address" property="deptAddress"/>  </resultMap>    <!-- 添加一第记录 ; 定义插入的sql语句，通过命名空间+id方式被定位 -->  <insert id="insertDept" parameterType="Dept">  <!-- #{} 用来获取传过来的参数 -->  insert into dept(dept\_name,dept\_address) values(#{deptName},#{deptAddress})  </insert>    <!-- 根据部门编号修改部门信息 -->  <update id="updateDept" parameterType="Dept">  update dept set dept\_name=#{deptName}, dept\_address=#{deptAddress}  where dept\_id = #{deptId}  </update>    <!--根据部门编号删除部门 -->  <delete id="deleteDept" parameterType="integer">  delete from dept where dept\_id = #{deptId}  </delete>    <!-- 查询单个部门信息 -->  <select id="selectDept" parameterType="integer" resultMap="deptResultMap">  select dept\_id,dept\_name,dept\_address from dept where dept\_id = #{deptId}  </select>    <!-- 根据部门地址查询多个部门信息 -->  <!-- 如果返回的是list，resultMap指定的值是list集合里元素的类型-->  <select id="selectList" parameterType="string" resultMap="deptResultMap">  select dept\_id,dept\_name,dept\_address from dept where dept\_address like #{deptAddress}  </select>  </mapper> |

## 2.3 MyBatisUtil工具类

* MybatisSessionFactory.java

|  |
| --- |
| package cn.it.dao.utils;  import java.io.IOException;  import java.io.Reader;  import org.apache.ibatis.io.Resources;  import org.apache.ibatis.session.SqlSession;  import org.apache.ibatis.session.SqlSessionFactory;  import org.apache.ibatis.session.SqlSessionFactoryBuilder;  public class MybatisSessionFactory {  private static final ThreadLocal<SqlSession> threadLocal = new ThreadLocal<SqlSession>();    private static SqlSessionFactory sqlSessionFactory;    private static final String CONFIG\_FILE\_LOCATION = "mybatis-config.xml";    private MybatisSessionFactory(){  }    static {  buildSessionFactory();  }    public static SqlSessionFactory getSessionFactory() {  return sqlSessionFactory;  }    public static void buildSessionFactory() {  Reader reader = null;    try {  reader = Resources.getResourceAsReader(CONFIG\_FILE\_LOCATION);  sqlSessionFactory = new SqlSessionFactoryBuilder().build(reader);  } catch (IOException e) {  System.err.println("%%%% Error Creating SessionFactory %%%%");  e.printStackTrace();  } finally {  try {  reader.close();  } catch (IOException e) {  e.printStackTrace();  }  }  }    public static SqlSession getSession() throws Exception {  SqlSession sqlSession = (SqlSession)threadLocal.get();    if(sqlSession == null) {  if(sqlSessionFactory == null) {  buildSessionFactory();  }    sqlSession = (sqlSessionFactory != null) ? sqlSessionFactory.openSession() : null;  threadLocal.set(sqlSession);  }  return sqlSession;  }    public static void closeSession() {  SqlSession sqlSession = (SqlSession)threadLocal.get();  threadLocal.set(null);    if(sqlSession != null) {  sqlSession.close();  }  }  } |
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## 2.4 CRUD操作

**2.4.1 DeptDaoImpl.java**

|  |
| --- |
| package cn.it.dao.impl;  import java.util.List;  import org.apache.ibatis.session.SqlSession;  import cn.it.dao.utils.MybatisSessionFactory;  import cn.it.entity.Dept;  public class DeptDaoImpl {    SqlSession sqlSession;    /\*  \* 1.读取配置文件信息  \* 2.构建session工厂  \* 3.创建session  \* 4.开启事务（可选）  \* 5.处理数据  \* 6.提交、回滚事务  \* 7.关闭session  \*/  //增  public int save(Dept dept) {  int i = 0;  try {  sqlSession = MybatisSessionFactory.getSession();    i = sqlSession.insert("cn.it.entity.DeptMapper.insertDept", dept);    //提交事务  sqlSession.commit();    } catch (Exception e) {  e.printStackTrace();  sqlSession.rollback();  } finally {  MybatisSessionFactory.closeSession();  }  return i;  }    //修改  public int update(Dept dept) {  int i = 0;    try {  sqlSession = MybatisSessionFactory.getSession();  i = sqlSession.update("cn.it.entity.DeptMapper.updateDept",dept);  sqlSession.commit();  } catch (Exception e) {  e.printStackTrace();  sqlSession.rollback();  } finally {  MybatisSessionFactory.closeSession();  }  return i;  }    //删除  public int delete(Integer id) {  int i = 0;  try {  sqlSession = MybatisSessionFactory.getSession();  i = sqlSession.update("cn.it.entity.DeptMapper.deleteDept", id);  sqlSession.commit();  } catch (Exception e) {  e.printStackTrace();  sqlSession.rollback();  } finally {  MybatisSessionFactory.closeSession();  }    return i;  }    //根据部门编号查询单个部门  public Dept selectOne(Integer id){  Dept dept =null;  try {  sqlSession=MybatisSessionFactory.getSession();  dept = sqlSession.selectOne("cn.it.entity.DeptMapper.selectDept",id);  } catch (Exception e) {  e.printStackTrace();  }finally{  try {  MybatisSessionFactory.closeSession();  } catch (Exception e) {  e.printStackTrace();  }  }    return dept;  }    //根据部门地址查询多个部门  public List<Dept> selectList(String deptAddress){  List<Dept> depts =null;  try {  sqlSession=MybatisSessionFactory.getSession();  depts = sqlSession.selectList("cn.it.entity.DeptMapper.selectList",deptAddress);  } catch (Exception e) {  e.printStackTrace();  }finally{  try {  MybatisSessionFactory.closeSession();  } catch (Exception e) {  e.printStackTrace();  }  }    return depts;  }  } |

**2.4.2 TestDeptDaoImpl.java(junit测试)**

|  |
| --- |
| package cn.it.test;  import java.util.List;  import org.junit.AfterClass;  import org.junit.BeforeClass;  import org.junit.Test;  import cn.it.dao.impl.DeptDaoImpl;  import cn.it.entity.Dept;  public class TestDeptDaoImpl {  private static DeptDaoImpl deptDaoImpl;  @BeforeClass  public static void setUpBeforeClass() throws Exception {  deptDaoImpl = new DeptDaoImpl();  }  @AfterClass  public static void tearDownAfterClass() throws Exception {  deptDaoImpl = null;  }  @Test  public void testSave() {  Dept dept = new Dept();  dept.setDeptName("财务部2");  dept.setDeptAddress("广州天河");  System.out.println("save受影响 的行数："+deptDaoImpl.save(dept));  }    @Test  public void testUpdate() {  Dept dept = new Dept();  dept.setDeptId(6);  dept.setDeptName("秘书部3");  dept.setDeptAddress("深圳");  System.out.println("update受影响 的行数："+deptDaoImpl.update(dept));  }    @Test  public void testDelete() {  /\*Dept dept = new Dept();  dept.setDeptId(6);  dept.setDeptName("秘书部");  dept.setDeptAddress("深圳");\*/  System.out.println("delete受影响 的行数："+deptDaoImpl.delete(8));  }    @Test  public void testSelectOne() {  System.out.println("id=6的部门信息："+deptDaoImpl.selectOne(6));  }    @Test  public void testSelectList() {  List<Dept> depts = deptDaoImpl.selectList("%广%");  for (Dept dept : depts) {  System.out.println("全部部门信息："+dept);  }  }  } |

**2.4.3[补充]查询操作（返回单条记录）**

配置deptMapper.xml文件的resultMap元素及SQL查询语句

<!-- 表字段和实体属性命名一致时可不配置 -->

<resultMap id=*"deptResultMap"* type=*"Dept"*>

<id property=*"deptId"* column=*"dept\_id"*/>

<result property=*"deptName"* column=*"dept\_name"*/>

<result property=*"deptAddress"* column=*"dept\_address"*/>

</resultMap>

<!—省略其它的配置信息 -->

<!—返回单条记录，表字段和对应实体属性命名一致时可不使用resultMap属性配置，直接使用resultType="返回的全类名或别名"，建议使用前者;查询结果为所有字段时，也可以用\*表示 -->

<select id=*"selectOne"* parameterType=*"int"* resultMap=*"deptResultMap"* >

select dept\_id, dept\_name from dept where dept\_id=#{deptId}

</select>

**2.4.4[补充]查询操作（返回多条记录）**

修改配置文件deptMapper.xml，添加

<!-- 返回多条记录，返回结果配置的不是集合类型，而是集合元素的类型；

参数也可以通过Map等方式封装 -->

<select id=*"selectList"* parameterType=*"Map"* resultMap=*"deptResultMap"*>

select \* from dept where dept\_name like #{deptName}

</select>

修改DeptDaoImpl.java，添加selectList方法：

**public** List<Dept> selectList(Map map){

List<Dept> depts=**null**;

**try** {

session=MyBatisUtil.*getSession*();

depts=session.selectList("cn.itcast.entity.DeptMapper.selectList",map);

} **catch** (Exception e) {

e.printStackTrace();

}**finally**{

MyBatisUtil.*closeSession*();

}

**return** depts;

}

测试类代码：

@Test

**public** **void** testSelectList() {

Map map=**new** HashMap();

map.put("deptName", "%研%");

List<Dept> depts=*deptDaoImpl*.selectList(map);

**for**(Dept dept:depts){

System.*out*.println("dept:"+dept);

}

}

# 3.动态SQL操作

## 3.1 准备工作

创建表及库，实体类，配置文件（参考上章节内容），以下为建表和库的SQL：

drop database if exists mybatis;

create database mybatis CHARACTER SET UTF8;

use mybatis;

create table dept(

dept\_id int primary key auto\_increment,

dept\_name varchar(50),

dept\_address varchar(50)

);

insert into dept(dept\_name,dept\_address) values('研发部一部','广州');

insert into dept(dept\_name,dept\_address) values('研发部二部','广州');

insert into dept(dept\_name,dept\_address) values('研发部三部','深圳');

select \* from dept;

## 3.2 IF语句

修改配置文件deptMapper.xml，添加

<!-- 动态IF条件 -->

<select id=*"selectListUseIf"* parameterType=*"Dept"*

resultMap=*"deptResultMap"*>

select \* from dept where 1=1

<if test=*"deptId!=null"*>

and dept\_id=#{deptId}

</if>

<if test=*"deptName!=null"*>

and dept\_name=#{deptName}

</if>

<if test=*"deptAddress!=null"*>

and dept\_address=#{deptAddress}

</if>

</select>

修改DeptDaoImpl.java，添加selectListUseIf方法：

//根据参数使用配置文件的IF语句自动填充查询的过滤条件

**public** List<Dept> selectListUseIf(Dept dept){

List<Dept> depts=**null**;

**try** {

session=MyBatisUtil.*getSession*();

depts=session.selectList("cn.itcast.entity.DeptMapper.selectListUseIf",dept);

} **catch** (Exception e) {

e.printStackTrace();

}**finally**{

MyBatisUtil.*closeSession*();

}

**return** depts;

}

## 3.3 WHERE语句

修改配置文件deptMapper.xml，添加

<!--动态Where条件 ,一般也要与if结合使用,与纯if比较,省略了where 1=1-->

<select id=*"selectListUseWhere"* parameterType=*"Dept"*

resultMap=*"deptResultMap"*>

select \* from dept

<where>

<if test=*"deptId!=null"*>

and dept\_id=#{deptId}

</if>

<if test=*"deptName!=null"*>

and dept\_name=#{deptName}

</if>

<if test=*"deptAddress!=null"*>

and dept\_address=#{deptAddress}

</if>

</where>

</select>

|  |  |
| --- | --- |
| <where>相当于:   |  | | --- | | <trim prefix="WHERE" prefixOverrides="AND |OR ">  ...  </trim> |   意思是: 当WHERE后紧随AND或OR时，就去除AND或者OR。 |

## 3.4 choose(when,otherwise)语句

修改配置文件deptMapper.xml，添加

<select id=*"selectListUseChoose"* parameterType=*"Dept"*

resultMap=*"deptResultMap"*>

select \* from dept where 1=1

<choose>

<when test=*"deptId!=null"*>and dept\_id=#{deptId}</when>

<when test=*"deptName!=null"*>and dept\_name=#{deptName}</when>

<when test=*"deptAddress!=null"*>and dept\_address=#{deptAddress}</when>

<otherwise>and !1 = 1</otherwise>

</choose>

</select>

* 例子:

|  |
| --- |
| <select id="findActiveBlogLike"  resultType="Blog">  SELECT \* FROM BLOG WHERE state = ‘ACTIVE’  <choose>  <when test="title != null">  AND title like #{title}  </when>  <when test="author != null and author.name != null">  AND author\_name like #{author.name}  </when>  <otherwise>  AND featured = 1  </otherwise>  </choose>  </select> |

|  |
| --- |
| 分析：  当title和author都不为null时, 选择二选一（前者优先）  如都为null, 就选择 otherwise中的  如tilte和author只有一个不为null, 就选择不为null的那个。 |

## 3.5 SET语句

修改配置文件deptMapper.xml，添加

<!--动态set语句可以用来更新数据 -->

<update id=*"updateUseSet"* parameterType=*"Dept"*>

update dept

<set>

<if test=*"deptName!=null"*>dept\_name=#{deptName},</if>

<if test=*"deptAddress!=null"*>dept\_address=#{deptAddress},</if>

</set>

where dept\_id=#{deptId}

</update>

* 例子:

|  |
| --- |
| <update id="updateUser" parameterType="com.dy.entity.User">  update user set  <if test="name != null">  name = #{name},  </if>  <if test="password != null">  password = #{password},  </if>  <if test="age != null">  age = #{age}  </if>  <where>  <if test="id != null">  id = #{id}  </if>  and deleteFlag = 0;  </where>  </update> |

|  |  |  |
| --- | --- | --- |
| 问题又来了：“如只有name不为null, SQL就成了 update set name = #{name}**,** where ........ ? name后面那逗号会导致出错啊！”  这时，就可用set 标签。下面是set标签改造后：   |  | | --- | | <update id="updateUser" parameterType="com.dy.entity.User">  update user  <set>  <if test="name != null">name = #{name},</if>  <if test="password != null">password = #{password},</if>  <if test="age != null">age = #{age},</if>  </set>  <where>  <if test="id != null">  id = #{id}  </if>  and deleteFlag = 0;  </where>  </update> |   <set>相当于   |  | | --- | | <trim prefix="SET" suffixOverrides=",">  ...  </trim> |   注: WHERE是使用的 prefixOverrides（前缀）， SET是使用的 suffixOverrides （后缀） |

## 3.6 ForEach语句

修改配置文件deptMapper.xml，添加

<!-- 定义根据多个部门ID查询部门相关部门信息的SQL语句 ,resultMap的值是指集合里元素的类型,parameterType不用指定 -->

<select id=*"selectListUseForeach"* resultMap=*"deptResultMap"*>

select \* from dept where dept\_id in

<!-- collection＝"array或list",array用来对应参数为数组，list对应集合 -->

<foreach collection=*"array"* item=*"deptId"* open=*"("* separator=*","*

close=*")"*>#{deptId}

</foreach>

</select>

* 例子:

java中有forr循环， mybatis中有foreach, 可通过它实现循环，循环对象是java容器和数组。

foreach元素属性: item，index，collection，open，separator，close。

分别代表：

|  |
| --- |
| item表示集合中每一个元素进行迭代时的别名，  index用于表示在迭代过程中，每次迭代到的位置，  collection: list array map  open表示该语句以什么开始，  separator表示在每次进行迭代之间以什么符号作为分隔 符，  close表示以什么结束 |

1. 传入参数为list时

|  |
| --- |
| <select id="selectPostIn" resultType="domain.blog.Post">  SELECT \*  FROM POST P  WHERE ID in  <foreach item="item" index="index" collection="list"  open="(" separator="," close=")">  #{item}  </foreach>  </select> |

将一个 List 实例或数组作为参数对象传给 MyBatis，MyBatis 会自动将它包装在一个 Map 中并以名称为键。

List 实例将会以“list”作为键，而数组实例的键将是“array”。

当循环的对象为map的时候，index其实就是map的key。

2. 传入参数为Array时

|  |
| --- |
| 对应的Dao中的Mapper文件是：  public List<User> selectByIds(int[] ids);  xml文件代码片段：  <select id="selectByIds" resultType="com.wuuushao.pojo.User">  select \* from user where id in  <foreach collection="array" index="index" item="item" open="(" separator="," close=")">  #{item}  </foreach>  </select> |

3. 传入参数为Map

|  |  |  |
| --- | --- | --- |
| 对应的Dao中的Mapper文件是：   |  | | --- | | public List<User> selectByIds(Map<String, Object> params); |   xml文件代码片段：   |  | | --- | | <select id="selectByIds" resultType="com.wuuushao.pojo.User">  select \* from user where id in  <foreach collection="ids" index="index" item="item" open="(" separator="," close=")">  #{item}  </foreach>  </select> |   map时需注意：collection的值“ids”是存储在map中的key（比如：map.put("ids",ids)）; |

## 3.7 include语句

修改配置文件deptMapper.xml，添加

<!-- 使用include语句动态插入表的字段及对应的值 -->

<sql id=*"key"*>

<!--suffixOverrides="," 可以忽略最后“，”号 -->

<trim suffixOverrides=*","*>

<if test=*"deptName!=null"*>

dept\_name,

</if>

<if test=*"deptAddress!=null"*>

dept\_address,

</if>

</trim>

</sql>

<sql id=*"value"*>

<trim suffixOverrides=*","* >

<if test=*"deptName!=null"*>

#{deptName},

</if>

<if test=*"deptAddress!=null"*>

#{deptAddress},

</if>

</trim>

</sql>

<insert id=*"insertUseInclude"* parameterType=*"Dept"*>

insert into dept(<include refid=*"key"* />)

values(<include refid=*"value"*/>

)

</insert>

* 例子:

|  |  |
| --- | --- |
| <sql>封装SQL语句, <include>调用  如:   |  | | --- | | <sql id="columns">  id, name, address  </sql>  <select ....>  select <include refid="columns"/> from user  </select> | |

## 练习

1.完成环境的配置及部门信息的添加

2.解决sqlsession线程安全问题（工具类封装）

3.完成单个部门查询和多个部门查询

4.根据指定部门编号（列表）修改部门信息地址为“武汉”

# 4．关联查询

## 4.1 准备工作

**4.1.1 创建项目并导入包**

略

**4.1.2 配置myBatis-config.xml**

与前章节一样，这里略

**4.1.3 创建数据库及表**

drop database if exists mybatis;

create database mybatis CHARACTER SET UTF8;

use mybatis;

create table dept(

dept\_id int primary key auto\_increment,

dept\_name varchar(50),

dept\_address varchar(50)

);

create table emp(

emp\_id varchar(18) primary key,

emp\_name varchar(50),

emp\_sex char(1),

dept\_id int

);

insert into dept(dept\_name,dept\_address) values('研发部一部','广州');

insert into dept(dept\_name,dept\_address) values('研发部二部','广州');

insert into dept(dept\_name,dept\_address) values('研发部三部','深圳');

insert into emp(emp\_id,emp\_name,emp\_sex,dept\_id) values('44152199507052110','张大',"男","1");

insert into emp(emp\_id,emp\_name,emp\_sex,dept\_id) values('44152199507052111','张一',"女","1");

insert into emp(emp\_id,emp\_name,emp\_sex,dept\_id) values('44152199507052112','张二',"男","1");

select \* from dept;

select \* from emp;

## 4.2 基于association查询（用于多对一或一对一）

**4.2.1 创建实体类：Dept.java/Emp.java**

部门实体类：Dept.java

**public** **class** Dept **implements** Serializable{

**private** String deptAddress;

**private** String deptName;

**private** Integer deptId;

省略set和get方法

员工实体类：Emp.java

**public** **class** Emp **implements** Serializable{

**private** String empId;

**private** String empName;

**private** String empSex;

**private** Dept dept;

省略set和get方法

**4.2.2 配置DeptMapper.xml/EmpMapper.xml**

（重点加入级联的查询语句），并映射文件信息到mybatis-config.xml中：

DeptMapper.xml

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-mapper.dtd">

<mapper namespace=*"cn.itcast.entity.DeptMapper"*>

<!-- 表字段和对应实体属性命名一致时可以不配置 -->

<resultMap id=*"deptResultMap"* type=*"Dept"*>

<id property=*"deptId"* column=*"dept\_id"* />

<result property=*"deptName"* column=*"dept\_name"* />

<result property=*"deptAddress"* column=*"dept\_address"* />

</resultMap>

</mapper>

EmpMapper.xml,配置多对一的关联

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-mapper.dtd">

<mapper namespace=*"cn.itcast.entity.EmpMapper"*>

<!-- 表字段和对应实体属性命名一致时可以不配置 -->

<resultMap id=*"empResultMap"* type=*"Emp"*>

<id property=*"empId"* column=*"emp\_id"* />

<result property=*"empName"* column=*"emp\_name"* />

<result property=*"empSex"* column=*"emp\_sex"* />

<!-- association配置对一关联 -->

<association property=*"dept"* column=*"dept\_id"* javaType=*"Dept"*

resultMap=*"cn.itcast.entity.DeptMapper.deptResultMap"* />

</resultMap>

<!--根据部门名称查询员工（包括员工所在部门）信息 -->

<select id=*"selectEmpDeptList"* parameterType=*"Emp"* resultMap=*"empResultMap"*>

<!-- 访问emp.dept.deptName, 前面不用写emp, 直接写 dept.deptName-->

select e.\*,d.\* from emp e inner join dept d on

e.dept\_id=d.dept\_id where d.dept\_name like #{dept.deptName}

</select>

</mapper>

**4.2.3 配置文件myBatis-config.xml**

<!-- 通过别名简化对类的使用 -->

<typeAliases>

<typeAlias type=*"cn.itcast.entity.Dept"* alias=*"Dept"* />

<typeAlias type=*"cn.itcast.entity.Emp"* alias=*"Emp"* />

</typeAliases>

…….

<!--导入SQL映射文件 -->

<mappers>

<mapper resource=*"cn/itcast/entity/DeptMapper.xml"* />

<mapper resource=*"cn/itcast/entity/EmpMapper.xml"* />

</mappers>

**4.2.4 编写EmpDaoImpl.java实现查询**

**public** **class** EmpDaoImpl {

SqlSession session;

**public** List<Emp> selectEmpDeptList(Emp emp){

List<Emp> emps=**null**;

**try**{

session=MyBatisUtil.*getSession*();

emps=session.selectList("cn.itcast.entity.EmpMapper.selectEmpDeptList",emp);

//session.commit();

}**catch** (Exception e) {

// **TODO**: handle exception

e.printStackTrace();

//session.rollback();

}**finally**{

MyBatisUtil.*closeSession*();

}

**return** emps;

}

}

**4.2.5 编写测试类**

EmplTest.java

@Test

**public** **void** selectEmpDeptList() {

Emp emp=**new** Emp();

Dept dept=**new** Dept();

dept.setDeptName("%研%");

emp.setDept(dept);

List<Emp> emps=*empDaoImpl*.selectEmpDeptList(emp);

**for**(Emp emp1:emps){

System.*out*.println("emp="+emp1);

//System.*out*.println("dept＝"+emp1.getDept());

}

}

## 4.3 基于collection查询（用于一对多或多对多）

**4.3.1 编写 Dept.java/Emp.java实体类**

Dept.java

**public** **class** Dept **implements** Serializable{

**private** String deptAddress;

**private** String deptName;

**private** Integer deptId;

**private** List<Emp> emps;

//省略set和get方法

Emp.java

**public** **class** Emp **implements** Serializable{

**private** String empId;

**private** String empName;

**private** String empSex;

//省略set和get方法

**4.3.2 配置DeptMapper.xml**

DeptMapper.xml文件，配置resultMap（重点是collection配置）和查询SQL语句：

…………

<mapper namespace=*"cn.itcast.entity.DeptMapper"*>

<!-- 表字段和对应实体属性命名一致时可以不配置 -->

<resultMap id=*"deptResultMap"* type=*"Dept"*>

<id property=*"deptId"* column=*"dept\_id"* />

<result property=*"deptName"* column=*"dept\_name"* />

<result property=*"deptAddress"* column=*"dept\_address"* />

<!-- collection中resultMap引用的是其它文件的map 需要命名空间+id,例

如：cn.itcast.entity.EmpMapper.empResultMap -->

<collection property=*"emps"* ofType=*"Emp"*

resultMap=*"cn.itcast.entity.EmpMapper.empResultMap"*/>

</resultMap>

<select id=*"selectDeptEmpList"* parameterType=*"Dept"*

resultMap=*"deptResultMap"*>

select d.\*, e.\* from dept d inner join emp e on d.dept\_id=e.dept\_id where

d.dept\_name like #{deptName}

</select>

</mapper>

**4.3.3 配置EmpMapper.xml文件**

不用配置对一关联

……

<mapper namespace=*"cn.itcast.entity.EmpMapper"*>

<!-- 表字段和对应实体属性命名一致时可以不配置 -->

<resultMap id=*"empResultMap"* type=*"Emp"*>

<id property=*"empId"* column=*"emp\_id"* />

<result property=*"empName"* column=*"emp\_name"* />

<result property=*"empSex"* column=*"emp\_sex"* />

</resultMap>

</mapper>

**4.3.4 编写数据库操作类DeptDaoImpl.java**

**public** **class** DeptDaoImpl {

//同时查询部门及部门员工信息

**public** List<Dept> selectDeptEmpList(Dept dept){

SqlSession session=**null**;

List<Dept> deps=**null**;

**try**{

session=MyBatisUtil.*getSession*();

deps=session.selectList("cn.itcast.entity.DeptMapper.selectDeptEmpList",dept);

session.commit();

}**catch** (Exception e) {

// **TODO**: handle exception

e.printStackTrace();

session.rollback();

}**finally**{

MyBatisUtil.*closeSession*();

}

**return** deps;

}

}

**4.3.5 编写测试类，**

@Test

**public** **void** selectDeptEmpList() {

Dept paramDept = **new** Dept();

paramDept.setDeptName("%研%");

List<Dept> depts = *deptDaoImpl*.selectDeptEmpList(paramDept);

**for** (Dept dept : depts) {

System.*out*.println("dept:" + dept);

}

}

## 4.4 一对多双向关联查询示例

**4.4.1 编写实体类:Dept.java/Emp.java**

Dept.java

**public** **class** Dept **implements** Serializable{

**private** String deptAddress;

**private** String deptName;

**private** Integer deptId;

**private** List<Emp> emps;

//省略set和get方法

Emp.java

**public** **class** Emp **implements** Serializable{

**private** String empId;

**private** String empName;

**private** String empSex;

**private** Dept dept;

//省略set/get方法

**4.4.2 编写DeptMapper.xml/EmpMapper.xml文件**

DeptMapper.xml

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-mapper.dtd">

<mapper namespace=*"cn.itcast.entity.DeptMapper"*>

<!-- 表字段和对应实体属性命名一致时可以不配置 -->

<resultMap id=*"deptResultMap"* type=*"Dept"*>

<id property=*"deptId"* column=*"dept\_id"* />

<result property=*"deptName"* column=*"dept\_name"* />

<result property=*"deptAddress"* column=*"dept\_address"* />

</resultMap>

<!-- 一对多时，“多”的关联属性可独立配置resultMap，采用extends继承基本

属性的resultMap -->

<resultMap id=*"deptExtResultMap"* type=*"Dept"* extends=*"deptResultMap"*>

<!-- collection中resultMap引用的是其它文件的map 需要命名空间+id,例

如：cn.itcast.entity.EmpMapper.empResultMap -->

<collection property=*"emps"* ofType=*"Emp"*

resultMap=*"cn.itcast.entity.EmpMapper.empResultMap"* />

</resultMap>

<!--用于部门和员工关联查询，返回部门信息（包含部门员工信息）列表，

采用extends继承基本属性的resultMap -->

<select id=*"selectDeptEmpList"* parameterType=*"Dept"*

resultMap=*"deptExtResultMap"*>

select d.\*, e.\* from dept d inner join emp e on d.dept\_id=e.dept\_id

where d.dept\_name like #{deptName}

</select>

</mapper>

EmpMapper.xml

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-mapper.dtd">

<mapper namespace=*"cn.itcast.entity.EmpMapper"*>

<!-- 表字段和对应实体属性命名一致时可以不配置 -->

<resultMap id=*"empResultMap"* type=*"Emp"*>

<id property=*"empId"* column=*"emp\_id"* />

<result property=*"empName"* column=*"emp\_name"* />

<result property=*"empSex"* column=*"emp\_sex"* />

<!--注意association元素的resultMap的值为没有配置“多”的属性映射的

deptResultMap，如下 -->

<association property=*"dept"* column=*"dept\_id"*

resultMap=*"cn.itcast.entity.DeptMapper.deptResultMap"*/>

</resultMap>

<!-- 用于员工和部门关联查询，返回员工信息（包含部门信息）列表 -->

<select id=*"selectEmpDeptList"* parameterType=*"Emp"*

resultMap=*"empResultMap"*>

select e.\*,d.\* from emp e inner join dept d on

e.dept\_id=d.dept\_id where d.dept\_name like #{dept.deptName}

</select>

</mapper>

**4.4.3 编写数据操作类：DeptDaoImpl.java/EmpDaoImpl.java**

DeptDaoImpl.java，查询部门员工信息，返回类型为List<Dept>，关键代码：

**public** List<Dept> selectDeptEmpList(Dept dept){

SqlSession session=**null**;

List<Dept> deps=**null**;

**try**{

session=MyBatisUtil.*getSession*();

deps=session.selectList("cn.itcast.entity.DeptMapper.selectDeptEmpList",dept);

session.commit();

}**catch** (Exception e) {

// **TODO**: handle exception

e.printStackTrace();

session.rollback();

}**finally**{

MyBatisUtil.*closeSession*();

}

**return** deps;

}

EmpDaoImpl.java

查询员工及其所在部门信息，返回类型为List< Emp >，关键代码

**public** List<Emp> selectEmpDeptList(Emp emp){

SqlSession session=**null**;

List<Emp> emps=**null**;

**try**{

session=MyBatisUtil.*getSession*();

emps=session.selectList("cn.itcast.entity.EmpMapper.selectEmpDeptList",emp);

session.commit();

}**catch** (Exception e) {

// **TODO**: handle exception

e.printStackTrace();

session.rollback();

}**finally**{

MyBatisUtil.*closeSession*();

}

**return** emps;

}

**4.4.4 编写测试类:DeptTest.java/EmpTest.java**

DeptTest.java关键代码

//测试部门和员工的关联查询，并遍历装载部门类型的结果集

@Test

**public** **void** selectDeptEmpList() {

Dept paramDept=**new** Dept();

paramDept.setDeptName("%研%");

List<Dept> depts=*deptDaoImpl*.selectDeptEmpList(paramDept);

**for**(Dept dept:depts){

System.*out*.println("dept:"+dept);

}

}

EmpTest.java关键代码

//测试员工和部门的关联查询，并遍历装载员工类型的结果集

@Test

**public** **void** selectEmpDeptList() {

Emp emp=**new** Emp();

Dept dept=**new** Dept();

dept.setDeptName("%研%");

emp.setDept(dept);

List<Emp> emps=*empDaoImpl*.selectEmpDeptList(emp);

**for**(Emp emp1:emps){

System.*out*.println("emp="+emp1);

System.*out*.println("dept＝"+emp1.getDept());

}

}

# 5. 缓存

Mybatis和hibernate一样，也使用缓存；

分为一级和二级缓存：

一级缓存指在SqlSession内；

二级缓存能被所有的SqlSession共享。

## 5.1 准备工作

数据库及表信息

drop database if exists mybatis;

create database mybatis CHARACTER SET UTF8;

use mybatis;

create table dept(

dept\_id int primary key auto\_increment,

dept\_name varchar(50),

dept\_address varchar(50)

);

insert into dept(dept\_name,dept\_address) values('研发部一部','广州');

insert into dept(dept\_name,dept\_address) values('研发部二部','广州');

insert into dept(dept\_name,dept\_address) values('研发部三部','深圳');

select \* from dept;

实体类：

**public** **class** Dept **implements** Serializable {

**private** Integer deptId;

**private** String deptName;

**private** String deptAddress;

//省略set/get方法

工具类，数据库操作类，测试类（略）

## 5.2一级缓存测试

关健方法代码：

//用来测试一级缓存

**public** **void** selectDept(Integer deptId){

SqlSession session=**null**;

**try** {

session =MyBatisUtil.*getSession*();

//命名空间+id,如cn.itcast.entity.DeptMapper.selectDept

Dept dept1=session.selectOne("cn.itcast.entity.DeptMapper.selectDept", deptId);

System.*out*.println("dept1:"+dept1);

Dept dept2=session.selectOne("cn.itcast.entity.DeptMapper.selectDept", deptId);

System.*out*.println("dept1:"+dept1);

} **catch** (Exception e) {

e.printStackTrace();

}**finally**{

**try** {

MyBatisUtil.*closeSession*();

} **catch** (Exception e) {

e.printStackTrace();

}

}

}

测试用例

@Test //测试一级缓存

**public** **void** testCache() {

*deptDaoImpl*.selectDept(1);

}

测试结果

DEBUG 2014-11-08 16:32:45,484 org.apache.ibatis.datasource.pooled.PooledDataSource: PooledDataSource forcefully closed/removed all connections.

DEBUG 2014-11-08 16:32:45,578 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Opening JDBC Connection

DEBUG 2014-11-08 16:32:45,859 org.apache.ibatis.datasource.pooled.PooledDataSource: Created connection 25374911.

DEBUG 2014-11-08 16:32:45,859 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ooo Using Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:32:45,859 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ==> Preparing: select \* from dept where dept\_id=?

DEBUG 2014-11-08 16:32:45,906 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ==> Parameters: 1(Integer)

dept1:Dept [deptId=1, deptName=研发部一部, deptAddress=广州]

dept1:Dept [deptId=1, deptName=研发部一部, deptAddress=广州]

DEBUG 2014-11-08 16:32:45,937 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Resetting autocommit to true on JDBC Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:32:45,937 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Closing JDBC Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:32:45,937 org.apache.ibatis.datasource.pooled.PooledDataSource: Returned connection 25374911 to pool.

结果分析：

发现只执行一次SQL语句，第二次查询时直接从缓存中获得，默认开启一级缓存。

## 5.3 二级缓存（默认配置）测试

操作类关键方法代码

//用来测试二级缓存

**public** Dept testCache2(Integer deptId){

SqlSession session=**null**;

Dept dept=**null**;

**try** {

session =MyBatisUtil.*getSession*();

//命名空间+id,如cn.itcast.entity.DeptMapper.selectDept

dept=session.selectOne("cn.itcast.entity.DeptMapper.selectDept", deptId);

} **catch** (Exception e) {

e.printStackTrace();

}**finally**{

**try** {

MyBatisUtil.*closeSession*();

} **catch** (Exception e) {

e.printStackTrace();

}

}

**return** dept;

}

测试用例代码

@Test //用来测试二级缓存

**public** **void** testCache2() {

Dept dept = *deptDaoImpl*.testCache2(1);

System.*out*.println("dept:" + dept);

Dept dept1 = *deptDaoImpl*.testCache2(1);

System.*out*.println("dept1"+dept1);

}

测试结果

DEBUG 2014-11-08 16:40:52,717 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ooo Using Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:40:52,717 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ==> Preparing: select \* from dept where dept\_id=?

DEBUG 2014-11-08 16:40:52,764 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ==> Parameters: 1(Integer)

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Resetting autocommit to true on JDBC Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Closing JDBC Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.datasource.pooled.PooledDataSource: Returned connection 25374911 to pool.

dept:Dept [deptId=1, deptName=研发部一部, deptAddress=广州]

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Opening JDBC Connection

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.datasource.pooled.PooledDataSource: Checked out connection 25374911 from pool.

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Setting autocommit to false on JDBC Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ooo Using Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ==> Preparing: select \* from dept where dept\_id=?

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.logging.jdbc.BaseJdbcLogger: ==> Parameters: 1(Integer)

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Resetting autocommit to true on JDBC Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.transaction.jdbc.JdbcTransaction: Closing JDBC Connection [com.mysql.jdbc.JDBC4Connection@18330bf]

DEBUG 2014-11-08 16:40:52,811 org.apache.ibatis.datasource.pooled.PooledDataSource: Returned connection 25374911 to pool.

dept1Dept [deptId=1, deptName=研发部一部, deptAddress=广州]

测试结果分析

发现执行了两次sql语句（红色部分），默认为不启用二级缓存。

## 5.4二级缓存配置

使用二级缓存机制：需要开启全局缓存，文件级缓存 ，语句级缓存，才能使用二级缓存。默认文件级缓存没开启。

**5.4.1 全局缓存配置**

在mybatis的主配置文件中进行配置：

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE configuration PUBLIC "-//mybatis.org//DTD Config 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-config.dtd">

<configuration>

<settings>

<!-- 默认启用全局缓存，禁用可把value设为false,如这里设为

false，Mapper.xml或SQL语句级的缓存配置不再起作用 -->

<setting name=*"cacheEnabled"* value=*"true"*/>

</settings>

<!—省略其它配置信息 -->

</configuration>

**5.4.2 Mapper文件级缓存配置**

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-mapper.dtd">

<mapper namespace=*"cn.itcast.entity.DeptMapper"*>

<cache/>

<!—省略其它配置信息-->

</mapper>

**5.4.3 SQL语句级缓存配置**

在相关的Mapper.xml文件中配置SQL查询，关键代码如下（示例）：

<!-- useCache默认值为true,设为false时缓存不起作用 -->

<select id=*"selectOne"* parameterType=*"int"* resultMap=*"deptResultMap"* useCache=*"true"* >

select \* from dept where dept\_id=#{id}

</select>

**5.4.4缓存分析**

修改DeptMapper.xml文件，增加缓存的设置，如下

<!--

<cache eviction="FIFO" flushInterval="60000" size="512" readOnly="false"/>

创建了一个 FIFO 缓存,并每隔 60 秒刷新,存数结果对象或列表的 512 个引用,且返回的对象被认为是只读的,因此在不同线程中的调用者之间修改它们会导致冲突。可用收回策略有以下几种, 默认的是 LRU:

1. LRU – 最近最少使用的:移除最长时间不被使用的对象。

2. FIFO – 先进先出:按对象进入缓存的顺序来移除它们。

3. SOFT – 软引用:移除基于垃圾回收器状态和软引用规则的对象。

4. WEAK – 弱引用:更积极地移除基于垃圾收集器状态和弱引用规则的对象。

flushInterval：刷新间隔时间，可被设置为任意的正整数,单位毫秒。

默认不设置,就是没有刷新间隔,缓存仅调用语句时刷新。

size：内存资源数目，可被设置为任意正整数。默认值是1024。

readOnly(只读)属性可以被设置为 true 或 false。只读的缓存会给所有调用者返回缓 存对象的相同实例。因此这些对象不能被修改。这提供了很重要的性能优势。可读写的缓存 会返回缓存对象的拷贝(通过序列化) 。会慢一些,但是安全,默认false。

-->

<cache eviction=*"LRU"* size=*"2"* readOnly=*"false"* />

测试代码

@Test

**public** **void** testSelectDept() {

*deptDaoImpl*.selectDept(1);

*deptDaoImpl*.selectDept(2);

*deptDaoImpl*.selectDept(2);

*deptDaoImpl*.selectDept(1);

*deptDaoImpl*.selectDept(3);

*deptDaoImpl*.selectDept(1);

*deptDaoImpl*.selectDept(2);

}

# 6.XML 中的特殊字符处理

如 MyBatis 用 XML 配置，会遇到一些对 XML 来说是特殊的字符。如小于号 “<”，因此要转义。主要有两个方式：

## 6.1 使用转义实体

下面是五个在 XML 文档中预定义好的转义实体:

|  |
| --- |
| &lt; < 小于号  &gt; > 大于号  &amp; &  &apos; ' 单引号  &quot; " 双引号  小于等于“<=”，其转义为：&lt;=  大小等于“>=”，转义为：&gt;= |

## 6.2 使用 CDATA 部件

以"<![CDATA[" 标记开始，以"]]>"标记结束。

"<![CDATA["和"]]>"之间的特殊字符的意义都不起作用，转变为普通字符串内容。

在 MyBatis的 XML 映射语句配置文件中,如 SQL 语句有特殊字符,用CDTA 部件括起来，如：

<select id= "selectBlog\_use\_collection" resultMap= "blogResult" >

<![CDATA[ SELECT id , title, author\_id as authored FROM BLOG

WHERE ID > 0 and ID < 10 ]]>

</select>

# 7常用批量操作

## 7.1准备数据

drop database if exists mybatis;

create database mybatis CHARACTER SET UTF8;

use mybatis;

create table dept(

dept\_id int primary key auto\_increment,

dept\_name varchar(50),

dept\_address varchar(50)

);

insert into dept(dept\_name,dept\_address) values('研发部一部','广州');

insert into dept(dept\_name,dept\_address) values('研发部二部','广州');

insert into dept(dept\_name,dept\_address) values('研发部三部','深圳');

--insert into dept( dept\_name, dept\_address ) values ('研发部4部','广州'),('研发部5部','广州'),('研发部6部','广州')

select \* from dept;

## 7.2批量新增部门

**7.2.1映射文件定义SQL**

<sql id=*"key"*>

<!--suffixOverrides="," 可以忽略最后“，”号 -->

<trim suffixOverrides=*","*>

dept\_name,

dept\_address,

</trim>

</sql>

<insert id=*"insertDeptList"*>

insert into dept(

<include refid=*"key"* />

) values

<foreach collection=*"list"* item=*"item"* separator=*","*>

(#{item.deptName},#{item.deptAddress})

</foreach>

</insert>

**7.2.2编写批量添加部门方法**

数据操作类定义批量添加部门的方法

**public** **int** saveDeptList(List<Dept> depts) {

**int** i = 0;

SqlSession session = **null**;

**try** {

session = MyBatisUtil.*getSession*();

i = session.insert("cn.itcast.entity.DeptMapper.insertDeptList", depts);

session.commit();

} **catch** (Exception e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

session.rollback();

} **finally** {

MyBatisUtil.*closeSession*();

}

**return** i;

}

**7.2.3编写测试代码**

@Test

**public** **void** testInsertDeptList() {

List<Dept> depts = **new** ArrayList<Dept>();

**for**(**int** i=0;i<5;i++){

Dept dept = **new** Dept();

dept.setDeptName("deptname"+i);

dept.setDeptAddress("address"+i);

depts.add(dept);

}

**int** i=*deptDao*.saveDeptList(depts);

System.*out*.println("受影响的行数:"+i);

}

## 7.3批量删除部门

**7.3.1映射文件定义SQL**

<delete id=*"deleteDeptList"*>

delete from dept where dept\_id in

<foreach collection=*"list"* item=*"item"* open=*"("* close=*")"*

separator=*","*>

#{item}

</foreach>

</delete>

**7.3.2编写批量删除部门的方法**

**public** **int** deleteDeptList(List<Integer> deptIds) {

**int** i = 0;

SqlSession session = **null**;

**try** {

session = MyBatisUtil.*getSession*();

i = session.delete("cn.itcast.entity.DeptMapper.deleteDeptList", deptIds);

session.commit();

} **catch** (Exception e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

session.rollback();

} **finally** {

MyBatisUtil.*closeSession*();

}

**return** i;

}

**7.3.3编写测试代码**

@Test

**public** **void** testDeleteDeptList() {

List<Integer> deptIds = **new** ArrayList<Integer>();

**for**(**int** i=4;i<7;i++){

deptIds.add(i);

}

**int** i=*deptDao*.deleteDeptList(deptIds);

System.*out*.println("受影响的行数:"+i);

}

## 7.4批量修改员工信息

**7.4.1修改mybatis-config.xml文件**

支持上有点麻烦，需修改mybatis-config.xml文件相关数据库连接的信息（主要红色部分），以支持批量更新

<property name=*"url"* value=*"jdbc:mysql://localhost:3306/mybatis?useUnicode=true&amp;characterEncoding=UTF-8&amp;allowMultiQueries=true"* />

road data infi

**7.4.2配置批量更新的sql**

<update id=*"updateDeptList"*>

<!-- 多个update语句，用;号分隔开，如是oracle数据库，一般需要加“begin”

前缀，后缀“end;" -->

<foreach collection=*"list"* item=*"dept"* separator=*";"*>

update dept

<set>

<if test=*"dept.deptName!=null"*>dept\_name=#{dept.deptName},</if>

<if test=*"dept.deptAddress!=null"*>dept\_address=#{dept.deptAddress},</if>

</set>

where dept\_id=#{dept.deptId}

</foreach>

</update>

**7.4.3编写批量更新部门的方法**

**public** **int** updateDeptList(List<Dept> depts) {

**int** i = 0;

SqlSession session = **null**;

**try** {

session = MyBatisUtil.*getSession*();

i = session.update("cn.itcast.entity.DeptMapper.updateDeptList", depts);

session.commit();

} **catch** (Exception e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

session.rollback();

} **finally** {

MyBatisUtil.*closeSession*();

}

**return** i;

}

**7.4.4编写测试代码**

@Test

**public** **void** testUpdateDeptList() {

List<Dept> depts = **new** ArrayList<Dept>();

**for**(**int** i=1;i<4;i++){

Dept dept = **new** Dept();

dept.setDeptId(i);

dept.setDeptName("deptName"+i);

dept.setDeptAddress("deptAddress" + i);

depts.add(dept);

}

**int** i=*deptDao*.updateDeptList(depts);

System.*out*.println("受影响的行数:"+i);

}

# 8. Spring+myBatis整合

## 8.1 准备工作

新建项目并导入jar包

配置mybatis-config.xml

创建库及表

创建实体

编写映射文件，修改mybatis-config.xml内容

进行简单测试（除了导入spring相关jar包外，以上内容可能直接使用上一章节内容）

## 8.2 配置applicationContext.xml

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans

xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns:tx=*"http://www.springframework.org/schema/tx"*

xmlns:aop=*"http://www.springframework.org/schema/aop"*

xmlns:context=*"http://www.springframework.org/schema/context"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd*

*http://www.springframework.org/schema/context*

*http://www.springframework.org/schema/context/spring-context-3.0.xsd*

*http://www.springframework.org/schema/tx*

*http://www.springframework.org/schema/tx/spring-tx-3.0.xsd*

[*http://www.springframework.org/schema/aop*](http://www.springframework.org/schema/aop)

*http://www.springframework.org/schema/aop/spring-aop-3.0.xsd"*>

<!-- 配置数据源，记得去掉myBatis-config.xml的数据源相关配置 -->

<bean id=*"dataSource"* class=*"com.mchange.v2.c3p0.ComboPooledDataSource"*>

<property name=*"driverClass"* value=*"com.mysql.jdbc.Driver"* />

<property name=*"jdbcUrl"* value=*"jdbc:mysql://localhost:3306/mybatis?*

*useUnicode=true&amp;characterEncoding=UTF-8"* />

<property name=*"user"* value=*"root"* />

<property name=*"password"* value=*"root"* />

</bean>

<!-- 配置session工厂 -->

<bean id=*"sqlSessionFactory"*

class=*"org.mybatis.spring.SqlSessionFactoryBean"*>

<property name=*"dataSource"* ref=*"dataSource"* />

<property name=*"configLocation"* value=*"classpath:myBatis-config.xml"* />

</bean>

<!-- 配置事务管理器,管理数据源事务处理-->

<bean id=*"transactionManager"*

class=*"org.springframework.jdbc.datasource.DataSourceTransactionManager"*>

<property name=*"dataSource"* ref=*"dataSource"* />

</bean>

<!-- 配置SessionTemplate，已封装了繁琐的数据操作-->

<bean id=*"sqlSessionTemplate"* class=*"org.mybatis.spring.SqlSessionTemplate"*>

<constructor-arg name=*"sqlSessionFactory"* ref=*"sqlSessionFactory"*/>

</bean>

</beans>

## 8.3 修改myBatis-config.xml

去掉数据源配置

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE configuration PUBLIC "-//mybatis.org//DTD Config 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-config.dtd">

<configuration>

<typeAliases>

<typeAlias type=*"cn.itcast.entity.Dept"* alias=*"Dept"* />

</typeAliases>

<mappers>

<mapper resource=*"cn/itcast/entity/DeptMapper.xml"* />

</mappers>

</configuration>

## 8.4 编写dao层接口及实现

DeptDao.java

**public** **interface** DeptDao {

//根据部门ID查询部门信息

**public** Dept selectOne(**int** deptId);

}

修改接口实现类：DeptDaoImpl.java

**public** **class** DeptDaoImpl **implements** DeptDao{

**private** SqlSessionTemplate sqlSessionTemplate;

**public** SqlSessionTemplate getSqlSessionTemplate() {

**return** sqlSessionTemplate;

}

**public** **void** setSqlSessionTemplate(SqlSessionTemplate sqlSessionTemplate) {

**this**.sqlSessionTemplate = sqlSessionTemplate;

}

//根据部门ID查询部门信息

**public** Dept selectOne(**int** deptId){

System.*out*.println("dao :"+deptId);

//SqlSession session=null;

Dept dept=**null**;

**try** {

dept=sqlSessionTemplate.selectOne("cn.itcast.entity.DeptMapper.

selectOne",deptId);

System.*out*.println("dao.dept:"+dept);

} **catch** (Exception e) {

e.printStackTrace();

}

**return** dept;

}

}

## 8.5 编写业务层代码

业务层接口略，这里只写业务层实现类：DeptServiceImpl.java

**public** **class** DeptServiceImpl {

**private** DeptDao deptDao;

**public** Dept selectOne(**int** deptId){

Dept dept=deptDao.selectOne(deptId);

**return** dept;

}

**public** DeptDao getDeptDao() {

**return** deptDao;

}

**public** **void** setDeptDao(DeptDao deptDao) {

**this**.deptDao = deptDao;

}

}

## 8.6 配置bean信息到sping配置文件

<!-- DAO层部门信息表的数据操作对象 -->

<bean id=*"deptDao"* class=*"cn.itcast.dao.impl.DeptDaoImpl"* >

<property name=*"sqlSessionTemplate"* ref=*"sqlSessionTemplate"*/>

</bean>

<!-- 业务层部门信息业务处理对象 -->

<bean id=*"deptService"* class=*"cn.itcast.service.impl.DeptServiceImpl"*>

<property name=*"deptDao"* ref=*"deptDao"*/>

</bean>

## 8.7 编写测试类

@Test

**public** **void** selectOne() {

ApplicationContext context=**new**

ClassPathXmlApplicationContext("applicationContext.xml");

DeptServiceImpl deptService=

(DeptServiceImpl)context.getBean("deptService");

Dept dept = deptService.selectOne(1);

System.*out*.println("dept:" + dept);

}

## 8.8 简化配置

**8.8.1 扫描式加载SQL映射文件**

修改myBatis-config.xml文件，去掉<mappers>配置

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE configuration PUBLIC "-//mybatis.org//DTD Config 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-config.dtd">

<configuration>

<typeAliases>

<typeAlias type=*"cn.itcast.entity.Dept"* alias=*"Dept"* />

</typeAliases>

<!-- 采用扫描式加载映射文件，以下将不用配置,可以减少映射文件过多时

维护的麻烦 -->

<!-- <mappers>

<mapper resource="cn/itcast/entity/DeptMapper.xml" />

</mappers>

-->

</configuration>

修改applicationContext.xml,为SqlSessionFactoryBean设置mapperLocations属性

<!-- 配置session工厂 -->

<bean id=*"sqlSessionFactory"*

class=*"org.mybatis.spring.SqlSessionFactoryBean"*>

<property name=*"dataSource"* ref=*"dataSource"* />

<property name=*"configLocation"* value=*"classpath:myBatis-config.xml"* />

<!-- 配置扫描式加载SQL映射文件 -->

<property name=*"mapperLocations"*

value=*"classpath:cn/itcast/entity/\*.xml"*/>

</bean>

**8.8.2 MapperScannerConfigurer简化配置**

**1）**spring配置文件中添加*MapperScannerConfigurer* 配置并去掉所有的Dao接口实现类配置

<!-- 配置转换器，对于在basePackage设置的包（包括子包）下的接口类的全类名和在Mapper.xml文件中定义过的命名空间一致，spring将会生成对应的代理对象（在调用 的地方通过@Autowired方式将可以注入接口实例）-->

<bean class=*"org.mybatis.spring.mapper.MapperScannerConfigurer"*>

<property name=*"sqlSessionFactory"* ref=*"sqlSessionFactory"*/>

<property name=*"basePackage"* value=*"cn.itcast.dao"*/>

</bean>

<!-- DAO层部门信息表的数据操作对象，上面如果配置

MapperScannerConfigurer转换器，DAO接口将不再使用实现类 -->

<!--

<bean id="deptDao" class="cn.itcast.dao.impl.DeptDaoImpl" >

<property name="sqlSessionTemplate" ref="sqlSessionTemplate"/>

</bean>

-->

<!-- 业务层部门信息业务处理对象 -->

<bean id=*"deptService"* class=*"cn.itcast.service.impl.DeptServiceImpl"*>

<!-- 上面如果配置MapperScannerConfigurer转换器，DAO接口将不再使用实

现类注入 -->

<!-- <property name="deptDao" ref="deptDao"/> -->

</bean>

**2）** 检查或修改DeptMapper.xml文件：

注意：命名空间+id和接口+方法名 一致

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-mapper.dtd">

<!-- 这时的命名空间就需要和dao接口类全类名一致了 -->

<mapper namespace=*"cn.itcast.dao.DeptDao"*>

<!-- 表字段和对应实体属性命名一致时可以不配置 -->

<resultMap id=*"deptResultMap"* type=*"Dept"*>

<id property=*"deptId"* column=*"dept\_id"* />

<result property=*"deptName"* column=*"dept\_name"* />

<result property=*"deptAddress"* column=*"dept\_address"* />

</resultMap>

<!-- 这时的id就需要和dao接口的方法一致了 -->

<select id=*"selectOne"* parameterType=*"int"* resultMap=*"deptResultMap"*>

select \* from dept where dept\_id=#{id}

</select>

</mapper>

**3）业务类中，使用**@Autowired**为DAO接口注入对象**

**public** **class** DeptServiceImpl {

@Autowired

**private** DeptDao deptDao;

//省略其它代码

4）删除Dao实现类（存在也没有意义）

# 9. MyBatis的优缺点

一：优点：

|  |
| --- |
| 1. 易于上手和掌握。  2. sql写在xml里，便于统一管理和优化。  3. 解除sql与程序代码的耦合。  4. 提供映射标签，支持对象与数据库的orm字段关系映射  5. 提供对象关系映射标签，支持对象关系组建维护  6. 提供xml标签，支持编写动态sql。 |

二：缺点：

|  |
| --- |
| 1. sql工作量很大，尤其是字段多、关联表多时，更是如此。  2. sql依赖于数据库，导致数据库移植性差。  3. 由于xml里标签id必须唯一，导致DAO中方法不支持方法重载。  4. 字段映射标签和对象关系映射标签仅仅是对映射关系的描述，具体实现仍然依赖于sql。  注意：如果多配置了一对Collection标签，sql里没有join子表或查询子表的话，查询后返回的对象是不具备对象关系的，即Collection的对象为null  5. DAO层过于简单，对象组装的工作量较大。  6. 不支持级联更新、级联删除。  7. 编写动态sql时,不方便调试，尤其逻辑复杂时。  8 提供的写动态sql的xml标签功能简单，编写动态sql仍然受限，且可读性低。  9. 若不查询主键字段，容易造成查询出的对象有“覆盖”现象。  10. 参数的数据类型支持不完善。  注意：如参数为Date类型时，容易报没有get、set方法，需在参数上加@param  11. 多参数时，使用不方便，功能不够强大。  12. 缓存使用不当，容易产生脏数据 |

# 10.原理分析之一：从JDBC到Mybatis

重点讲解了为什么要将JDBC封装成Mybaits这样一个持久层框架。

**10.1 JDBC实现查询分析**

七个步骤：

|  |
| --- |
| (1)加载JDBC驱动  (2)建立并获取数据库连接  (3)创建 JDBC Statements 对象  (4)设置SQL语句的传入参数  (5)执行SQL语句并获得查询结果  (6)对查询结果进行转换处理并将处理结果返回  (7)释放相关资源（关闭Connection，关闭Statement，关闭ResultSet） |

具体的实现代码：

|  |
| --- |
| public static List<Map<String,Object>> queryForList(){  Connection connection = null;  ResultSet rs = null;  PreparedStatement stmt = null;  List<Map<String,Object>> resultList = new ArrayList<Map<String,Object>>();    try {  //加载JDBC驱动  Class.forName("oracle.jdbc.driver.OracleDriver").newInstance();  String url = "jdbc:oracle:thin:@localhost:1521:ORACLEDB";    String user = "trainer";  String password = "trainer";    //获取数据库连接  connection = DriverManager.getConnection(url,user,password);// **10.2.1**    String sql = "select \* from userinfo where user\_id = ? ";  //创建Statement对象（每一个Statement为一次数据库执行请求）  stmt = connection.prepareStatement(sql);    //设置传入参数  stmt.setString(1, "zhangsan");    //执行SQL语句  rs = stmt.executeQuery();    //处理查询结果（将查询结果转换成List<Map>格式）  ResultSetMetaData rsmd = rs.getMetaData();  int num = rsmd.getColumnCount();    while(rs.next()){  Map map = new HashMap();  for(int i = 0;i < num;i++){  String columnName = rsmd.getColumnName(i+1);  map.put(columnName,rs.getString(columnName));  }  resultList.add(map);  }    } catch (Exception e) {  e.printStackTrace();  } finally {  try {  //关闭结果集  if (rs != null) {  rs.close();  rs = null;  }  //关闭执行  if (stmt != null) {  stmt.close();  stmt = null;  }  if (connection != null) {  connection.close(); //**10.2.1**  connection = null;  }  } catch (SQLException e) {  e.printStackTrace();  }  }    return resultList;  } |

**10.2 JDBC演变到Mybatis过程**

**第一步优化：连接获取和释放**

* 问题描述：数据库连接频繁的开启和关闭本身就造成资源浪费，影响系统性能。
* 解决问题：

可使用数据库连接池解决资源浪费问题。

可反复利用已建立的连接去访问数据库。减少连接的开启和关闭的时间。

* 问题描述：

但现在连接池多种多样，如DBCP连接池，容器本身的JNDI数据库连接池。

* 解决问题：

可通过DataSource隔离解耦，统一从DataSource里获取数据库连接，DataSource具体由DBCP还是由容器的JNDI实现都可，将DataSource的具体实现通过让用户配置来应对变化。

**第二步优化：SQL统一存取**

* 问题描述：

用JDBC时，SQL语句基本都在JAVA类中，不足：

第一，可读性很差，不利于维护以及做性能调优。

第二，改动Java代码需重新编译、打包部署。

第三，不利于取出SQL在数据库客户端执行（取出后还得删掉中间的Java代码，编写好的SQL语句写好后还得通过＋号在Java进行拼凑）。

* 解决问题：

可将SQL语句集中放到配置文件或数据库里（key-value的格式）。

**第三步优化：传入参数映射和动态SQL**

* 问题描述：

很多情况下，都可通过在SQL语句中设置占位符来达到使用传入参数的目的，有一定局限性，是按照一定顺序传入参数的，要与占位符一一匹配。

但如果传入的参数不确定（如列表查询，根据用户填写的查询条件不同，传入查询的参数也是不同的，有时是一个参数、有时可能是三个参数），就得在后台代码中自己根据请求的传入参数去拼凑相应的SQL语句，还是避免不了在Java代码里面写SQL语句的。

* 解决问题：

第一，动态问题~~，按照我们正常的程序员思维是，通过if和else这类的判断来进行是最直观的，这个时候我们想到了JSTL中的<if test=””></if>这样的标签，那么，能不能将这类的标签引入到SQL语句中呢？假设可以，那么我们这里就需要一个专门的SQL解析器来解析这样的SQL语句，但是，if判断的变量来自于哪里呢？传入的值本身是可变的，那么我们得为这个值定义一个不变的变量名称，而且这个变量名称必须和对应的值要有对应关系，可以通过这个变量名称找到对应的值，这个时候我们想到了key-value的Map。解析的时候根据变量名的具体值来判断。~~

假如前面可以判断没有问题，那么假如判断的结果是true，那么就需要输出的标签里面的SQL片段，但是怎么解决在标签里面使用变量名称的问题呢？这里我们需要使用一种有别于SQL的语法来嵌入变量（比如使用＃变量名＃）。这样，SQL语句经过解析后就可以动态的生成符合上下文的SQL语句。

还有，怎么区分开占位符变量和非占位变量？有时候我们单单使用占位符是满足不了的，占位符只能为查询条件占位，SQL语句其他地方使用不了。这里我们可以使用#变量名#表示占位符变量，使用$变量名$表示非占位符变量。

**第四步优化：结果映射和结果缓存**

* 问题描述：

执行SQL语句后，返回的ResultSet结果集，需将ResultSet对象的数据取出，不然等到释放资源时就取不到这些结果信息了。

从前面优化来看，以及将获取连接、设置传入参数、执行SQL语句、释放资源这些都封装起来了，只剩下结果处理这块还没有进行封装

* 解决问题：

有可能将结果不做任何处理就直接返回，也可能将结果转换成一个JavaBean对象、Map、List返回等，结果处理可能多种多样。

必须告诉SQL处理器两点：

1. 需要返回什么类型的对象；
2. 需要返回的对象的数据结构怎么跟执行的结果映射，才能将具体的值copy到对应的数据结构上。

可进而考虑对SQL执行结果的缓存来提升性能。

缓存数据都是key-value的格式。即使同一条SQL语句几次访问的过程中由于传入参数的不同，得到的执行SQL语句也不同。那么缓存起来的时候是多对。

SQL语句和传入参数两部分合起来可以作为数据缓存的key值。

**第五步优化：解决重复SQL语句问题**

* 问题描述：

将所有SQL语句都放到配置文件中，会遇到SQL重复的问题，几个功能的SQL语句其实都差不多，有些可能是SELECT后面那段不同、有些可能是WHERE语句不同。有时候表结构改了，那么我们就需要改多个地方，不利于维护。

* 解决问题：

通过将SQL片段模块化，将重复的SQL片段独立成一个SQL块，然后在各个SQL语句引用重复的SQL块，这样需修改时只需要修改一处即可。

**4. 优化总结：**

总结上面对JDBC的优化和封装：

（1） 使用数据库连接池对连接进行管理

（2） SQL语句统一存放到配置文件

（3） SQL语句变量和传入参数的映射以及动态SQL

（4） 动态SQL语句的处理

（5） 对数据库操作结果的映射和结果缓存

（6） SQL语句的重复

**5. Mybaits有待改进之处**

* 问题描述：

SQL语句太多

* 改进方法：

单表操作可不可以不写SQL语句，通过JavaBean的默认映射器生成对应的SQL语句。